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ABSTRACT

Personalized Tweet Recommendation Using Users’ Image Preferences

by Shashwat Avinash Kadam

In the era of information explosion, the vast amount of data on social media platforms can overwhelm users. Not only does this information explosion contain irrelevant content, but also intentionally fabricated articles and images. As a result, personalized recommendation systems have become increasingly important to help users navigate and make sense of this data. We propose a novel technique to use users’ image preferences to recommend tweets. We extract vital information by analyzing images liked by users and use it to recommend tweets from Twitter. As many images online have no descriptive metadata associated with them, in this framework, we also provide an opportunity for the users to annotate the images they liked with the hashtags of the recommended tweets.
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CHAPTER 1

Introduction

Due to easy accessibility and potent computing devices, our world has been firmly connected. Statistically speaking, approximately 2/3rd of the entire human population can access computers and the internet [1]. Everyone not only can read from the internet but also can write on it. While the former feature can be innocuous, the latter can overwhelm the world with the gigantic amount of information. Since the internet is available at the fingertips, millions of gigabytes of digital content are uploaded every second, causing an information explosion [2]. To be precise, according to a study conducted by Data Reportal [3], as of 2021, there are over 4 billion active users on various forms of social media, and the netizens generate over a trillion megabytes of data every day [4].

Because of this information explosion, we surround ourselves with irrelevant content. Today, obtaining information about rocket science is as easy as reading a fashion blog. However, only a tiny fraction of the human population is interested in delving deep into cryptic rocket science daily. So, a significant obstacle lies before us. A block that deals with filtering user-specific content on the internet.

We cannot reverse the effects of the information explosion. However, we can alleviate the impact. We can provide users with content with which they most relate. If users are interested in nature and outdoor activities, they will likely want information about these topics. Therefore, we should filter the content out of the massive haystack of data and provide relevant information to particular users.

The content published on the internet is of multiple types. People post text content in web articles, blogs, and forums. Users also publish texts on social networking sites like Facebook and microblogging websites like Twitter. According to a report published by SocialMediaToday, Twitter stands out among a plethora of similar
websites because it is ‘real-time’ [5]. There are over 450 million monthly active users as of December 2022, according to the Demand Sage article [6]. Twitter is also considered an influential platform. According to a Pew Research Center study [7], in May 2021, approximately 69% of American users relied on Twitter for their daily news.

Besides the text content, multimedia such as photos, videos, and audio are posted online. Images are a better avenue for information exchange as opposed to text. According to the article by the eLearning industry [8], human brains process visuals about 60,000 times faster than text, and within nanoseconds, our brain gains information from images. With the advent of social media and internet access on portable devices like smartphones, humans’ attention span is also declining. According to Microsoft’s research [9], the current attention span is reduced to 8 seconds. Therefore, it makes sense to gather information from images rather than reading equivalent written articles today.

Since humans possess such small attention spans, we must maximize the information gained. Tweets are well known for their distinctive style of information exchange. As tweets are small chunks of text, they are relatively easy for humans to understand. Therefore, more is needed to solve the problem of only filtering the content relevant to the user. As discussed above, the statistics point out that visual media is more potent in painting a mental picture than simple texts. Thus, we can use these images to find out which tweets the users might be interested in.

Recommending tweets based on images is the prime focus of this project. However, we also add an extra element where users can annotate the images using tweet entities such as ‘hashtags.’ As many images on the internet do not have descriptive metadata associated with them, this step could be an essential medium to provide the required annotations to such images. This descriptive metadata can improve the accessibility
of the images for all people around the world.

This project aims to connect together different media forms, such as images and micro-blogs like tweets. The objective is to use the images a user likes to find relevant tweets from the pool of all Twitter content and use the entities of the recommended tweets to annotate the images. We propose a novel recommendation framework that will help us achieve the mentioned goals and open up new opportunities to enhance the framework and provide even more fascinating results.

In the next chapter, we will look at some of the existing recommendation systems and various elements essential for the proposed recommendation system. In Chapter II, we will see the literature survey, organized according to the structure described in Figure 1. The detailed methodology is described in Chapter III. Some experiments and observations are mentioned in Chapter IV. We will also see what enhancements could be made to this framework in the future in chapter V. Ultimately; we will conclude this report with chapter VI.

Figure 1: Organization of the literature survey
CHAPTER 2

Literature Survey

As discussed previously, the internet has burgeoned information growth. Many recommendation applications are also flourished since that point. These recommendation applications are prominent and critical in the fields such as news, social media, and politics. Filtering is an essential component in the area of news. Most predatory news outlets tend to produce both benign and malignant content on the internet, which can often promulgate fabricated information among users. Some outlets intentionally publish polarizing articles that can tilt the political preferences of particular users. Thus, filtering and building user-specific profiles are exciting research areas.

Choosing a recommendation scheme could be challenging, primarily if it deals with popular sites such as online social networks where internet traffic is always heavy. This literature survey attempts to answer the following questions:

- What type of recommendation system would suit the proposed framework?
- How would the individual components of this recommendation system look? and
- How can the components be designed to be as simple as possible and feasible?

2.1 Recommendation frameworks

After the recent breakthroughs in artificial intelligence, many studies have been published on general recommendations. Most of these studies have been adopted to build sophisticated techniques and led the groundwork for different recommendation frameworks. Adomavicius et al. [10] discretely categorize the recommendation techniques into three categories in their survey. These are collaborative filtering, content-based, and hybrid. Several factors contributed to forming these categories. These factors include recommendation algorithms, the data collection process, its background, and how users interact with the data.
2.1.1 Collaborative Filtering

Collaborative filtering techniques are famous for devising a recommendation system because they directly create user connections and match users with potentially trending items or interests [11]. E-commerce giants like Amazon.com use collaborative filtering to recommend buying items for users [12]. Sánchez-Moreno et al. [13] propose a collaborative filtering-based system for music recommendation. Apart from multimedia outlets like movies and music, Resnick et al. [14] describe a collaborative filtering framework for news recommendation.

Collaborative filtering gives promising results but has considerable demerits compared to other approaches. It suffers from a problem that Koren et al. [15] describe as a ‘cold start.’ In this scenario, when new users join the application, they have no interactions with other users. These interactions are built over time, thus delaying the availability of adequate data for collaborative filtering to work effectively. Additionally, collaborative filtering can suffer from the popularity bias problem, where popular items are recommended more frequently than less popular items [16].

As in this project, we directly deal with data. It makes sense to perform recommendations by leveraging the data instead of looking at the user’s connections with others in a social setting. Thus, the collaborative filtering approach is not a prudent choice of framework for this project.

2.1.2 Content-based recommendation

Content-based recommendations rely on the content itself and not how the population interacts with the content. It significantly handles the disadvantages of collaborative filtering while also creating more personalized recommendations. As this approach uses a user’s past interactions with the content, there are no privacy concerns for accessing other users’ information. According to Lops et al. [17], content-based
recommendations would be efficient for information retrieval if we create a profile that accurately describes user preferences.

Studies in content-based recommendation have significantly enhanced the algorithms used in today’s world of social media. This category of recommendation systems is effective in recommending not only the content itself but also other factors, such as user connections. Garcia and Amatriain [18] propose a technique that offers weighted content-based methods to recommend social links to users on social platforms like Twitter. Karidi et al. [19] create a content-based recommendation system for recommending tweets by building a ‘concept graph’ from a user’s Twitter history. Content-based recommendation systems provide flexibility to include other intuitive ideas to fine-tune the recommendations.

As we have seen, multiple attempts have been made to create riveting recommendation systems. However, we have yet to see many systems connecting different content formats to generate recommendations. In other words, users might prefer the variety of content they consume to align with their interests in various outlets, such as music, videos, or photos. Thus, we devised a recommendation framework that could potentially open doors for recommendations correlating different media types.

2.2 Information extraction from images

Just as we can interpret images and videos in multiple ways, we can extract different kinds of information from visual media. For example, we can classify the objects in the images into different categories. Other ways of extracting information from images include computer vision tasks like object detection, semantic segmentation, instance segmentation, and image captioning.

As the name suggests, object detection detects the different objects in the scene and informs us about their class. In this method, we can also locate the location of the
objects in the image and draw bounding boxes around them. For example, suppose an image describes a typical vehicle traffic scenario. In that case, the detection task will produce a list of things present in the picture, and it would roughly look like \{"car", "person", "bike"\}. On the other hand, semantic segmentation classifies each pixel in an image with a category label to distinguish between different objects present within an image. Semantic segmentation takes object detection to the next level by creating an outline around the objects that accurately match the object’s original boundaries. Thus, we get the object classifications and their respective ‘regions’ in the parent image.

### 2.2.1 Image Captioning

Object detection and semantic segmentation are intriguing computer vision problems. Exciting research is ongoing to create highly sophisticated machine-learning models to solve these problems. Both object detection and semantic segmentation provide a textual representation of the various objects with an image. However, they fail to accurately describe the relationships between different things in natural language. At this point, image captioning comes into the picture.

Image captioning is a technique of producing descriptive text by understanding the various objects within the image. This method not only mentions the classes of the objects in the image but also provides natural language adjectives and connecting words such as prepositions and conjunctions. Because of the higher descriptiveness of the captions, we use image captioning to extract textual information from the images in this project.

Image captioning is a hot research area, and a plethora of riveting breakthroughs have emerged. According to Hossain et al. [20], image captioning techniques can be categorized into retrieval-based and deep-learning-based methods.
2.2.1.1 Retrieval-based methods

In retrieval-based techniques, we have a fixed set of predefined image captions. We have to find the most similar instance to our test image, then assign the instance’s caption to our test image. This technique is a lazy-learning technique analogous to nearest-neighbor classification. Some retrieval-based methods include ‘k-nearest-neighbors’ (kNN) [21], retrieval-augmented transformer based method [22], and ensemble-based techniques [23]. One major disadvantage of retrieval-based techniques is that they lack to provide different captions each time. Also, we must keep all the instances in memory even for generating a caption for a single image, which could be very memory inefficient.

2.2.1.2 Generative Adversarial Network-based methods

Generative Adversarial Networks (GANs) have been widely used in image captioning research due to their ability to generate images that are difficult to distinguish from natural images. GAN-based image captioning methods typically consist of two networks: a generator network that produces candidate captions and a discriminator network that evaluates the quality of the generated captions. GAN-based image captioning methods have been shown to generate more diverse and creative captions than other methods, such as encoder-decoder models. Additionally, GAN-based image captioning methods are robust to noise and other variations in the input image [24].

Recent research has explored using GANs in conjunction with reinforcement learning to improve the quality of generated captions further. Furthermore, GAN-based image captioning methods have shown potential for application in various domains, such as medicine and fashion, where accurate and detailed descriptions of images are crucial for diagnosis and recommendation systems.

GANs have shown promising results in terms of image captioning. However, they
have some associated caveats. GANs are more challenging to train and maintain than any other captioning models. For instance, compared to deep-learning-based methods, GANs are more complicated to train because they require training two neural networks separately, and the training process can be unstable. Because of this reason, we decided to avoid using GANs for image caption generation.

2.2.1.3 Deep-learning-based methods

Deep-learning-based methods aim to generate descriptive and coherent textual descriptions of images by leveraging the power of deep neural networks. Under the umbrella of the deep-learning-based image captioning methods, we have six major subcategories. These subcategories are decided based on [20]:

- the type of learning strategy used
- the architectures
- type of feature mapping
- type of captions to be generated, and
- miscellaneous methods which contain techniques such as an ensemble of deep-learning models

We will primarily focus on the learning strategy and the architecture of the deep-learning models.

Based on the learning strategy, we have image caption generators that use supervised learning. As we know, supervised learning techniques require the training dataset to contain both instances and their corresponding labels (in the case of image captioning, the ground-truth captions replace the labels). Various groundbreaking image caption generators have emerged that use the supervised learning approach. Chen and Zitnick [25] propose an image captioning technique where they achieved a human agreement score of 21% for the generated captions. Their proposed work
produced significantly superior results than the primitive techniques. A ‘region-based’
image caption generation architecture, proposed by Karpathy and Fei-Fei [26], creates
an understanding of the scene presented in the input image describes different regions
present in the scene independently. Looking at the success of supervised deep-learning
techniques, we used the same learning approach to train our image captioning model
in this project.

Deep-learning-based caption generators can also be categorized into different
classes by considering their architecture. The most commonly used architectures by
caption generators are ‘encoder-decoder’ architecture and compositional architecture.
As the name suggests, the encoder-decoder architecture involves a component that
encodes the input data to a set of features. The decoder component operates on
the encoded features to ‘decode’ the output. On the other hand, in compositional
architecture, we have a composition of multiple independently functioning blocks.
Because of the multiple components, the compositional architectures tend to produce
complex models, which could be troublesome for building, training, and debugging.
Therefore, in this project, we tilted towards using the encoder-decoder architecture as
they can be reasonably straightforward for implementations.

Vinyals et al. [27], proposed the “Show and Tell” method involving a supervised
learning approach and encoder-decoder architecture. This technique used a sophis-
ticated deep convolutional neural network (CNN) to encode the input images into
their corresponding features. These features are passed to a recurrent neural network
(RNN). They used a particular RNN consisting of multiple long short-term memory
(LSTM) units as their decoder component to generate the captions. Training images
are provided to the CNN, whereas their corresponding captions are provided to the
RNN. They surpassed the scores of the existing methods to achieve state-of-the-art
performance having Bilingual Language Understudy (BLEU) [28] scores of 30.3%.
Because of the architecture’s simplicity, we implemented an image caption generator derived from the ‘Show and Tell’ approach for this project.

2.2.2 Keyword extraction

Once we train the image captioning model, we will have a set of weights and the model structure to hold the weights for prediction. After training the model, we pass the test images and generate their captions. We have now captured the essence of the images in their captions. However, for tweet recommendations, we have to process these captions further. Twitter has a rich API to fetch tweets based on topics, hashtags, and trends. In order to leverage the API’s features, we have to find keywords from the generated captions. After getting the keywords, we can manipulate the Twitter search queries accordingly and fetch the tweets.

Identifying keywords from text is a challenging task in natural language processing. Keyword recognition depends on the size of the text and its complexity. If we process huge text, there is a possibility of getting different keywords that are not necessarily related. However, we can get semantically related keywords if we process a text caption typically 30-40 words long.

Numerous proposed techniques process text and give us the keywords with a particular confidence score. These techniques commonly use unsupervised learning as their supervised counterparts need vast data of manually chosen keywords. Unsupervised techniques for keyword extraction are not labor intensive, making them highly efficient to train and test.

Mihalcea and Tarau [29] propose a technique called ‘TextRank’ to extract keywords where they simulate a graph by treating the words as the vertices and the edges between the vertices are formed if they co-occur in a sliding window. After constructing the graph, they apply the ‘PageRank algorithm’ [30] until convergence to rank
the words and yield potential keywords. Although straightforward, this technique can produce undesirable results, such as inadvertently extracting a non-keyword. Several ranking-based methods such as Position Rank [31] and Word Attraction Rank [32] improve upon the TextRank algorithm, but they may still produce undesirable output.

Rose et al. [33], proposed a rapid automatic keyword extraction (RAKE) method for extracting keywords. This technique is language-independent and based on the fact that words with no lexical meaning (stopwords) rarely occur together with potential keywords. This technique also uses the sliding window strategy similar to TextRank. In a technique called ‘YAKE!’ proposed by Campos et al. [34], they went one step ahead of RAKE and used a language-independent list of stopwords and statistical features to rank the most important keywords. Both RAKE and YAKE! are popular methods but can be challenging to use.

KeyBERT is a modern, lightweight, easy-to-use keyword extraction tool developed by Grootendorst [35] that utilizes the BERT document embeddings [36] and key-phrases that are most similar to a document. This tool is a widespread keyword extraction as it is easy to install, its rich API is free, and all the pre-trained intermediate components the tool requires are readily available on the internet. Therefore, we considered using KeyBERT keyword extraction for the project over the other mentioned frameworks.

This literature review has given an assessment of the state of research in the areas of recommendation systems, image captioning methods, and keyword extraction methods. The advantages and constraints of various keyword extraction strategies as well as the strengths and shortcomings of various recommendation systems and image captioning methodologies have all been determined through a thorough comparison of numerous studies. Based on this literature survey, we determined the best possible
strategy to apply for this project. In the coming chapter, we will take a look at the methodology used for the proposed tweet recommendation framework.
CHAPTER 3

Methodology

This chapter will delve into the methodology employed in developing the proposed architecture. We will discuss the steps taken to arrive at the final design of the architecture and the tools and techniques used.

As described in Figure 2, the recommendation system is broken into three major components. The components are an image caption generator, keyword extraction, and tweet fetcher. The figure describes the components with the colors orange, green, and blue, respectively. Now, let us delve deeper into the functioning of each component and how they are implemented for the project, in the upcoming sections.

3.1 Image Caption Generator

In this project, we implemented a deep-learning image caption generator. We specifically chose deep learning because of its feasibility. It is also reasonably straight-
forward compared to the Generative Adversarial Network (GAN) caption generators and is memory efficient compared to the instance-based caption generators.

Figure 3: Image captioning architecture

Numerous deep-learning caption generation architectures are available, and we selected the “Show and Tell” architecture for this project [27]. This architecture has two main components, as described in Figure 3: a CNN for extracting the features from the images and reducing the dimensionality and an RNN for language modeling. The RNN component is responsible for generating the captions. The image captioning model based on this architecture is trained end-to-end on a large dataset of images and their corresponding captions. In this project, we chose the MS-COCO dataset [37] for training the caption generator. This dataset contains over 300 thousand images, each with five associated captions. However, for simplicity and computational feasibility, we trained the captioning model on a uniformly sampled subset of 25 thousand images...
in this project.

The CNN component of the architecture extracts features from the fed images. Instead of training the CNN component from scratch, we used the pre-trained InceptionV3 model (trained on ImageNet dataset), freely available on the internet. The InceptionV3 model is a deep CNN architecture developed, particularly for image recognition tasks. It is characterized by its use of inception modules, composed of parallel convolutional layers with different kernel sizes and pooling operations. The architecture is designed to balance the trade-off between depth and computational efficiency, allowing for accurate image recognition with a relatively small number of parameters [38]. Because the feature extraction segment of any computer vision task is comparable, we can utilize the excellent image feature extraction of InceptionV3, which is trained by giving paramount importance to accuracy. As more accuracy of image classification implies more accuracy of feature extraction, we can efficiently extract the features and use them for any other possible image processing application, in our case: image captioning.

The RNN component of the architecture is responsible for generating the natural language description of the image. Specifically, the RNN takes the image features as input and generates a sequence of words that form the caption. The RNN is trained using ‘teacher forcing,’ where the ground-truth caption is fed as input at each time step during training [39]. For this project, we chose long short-term memory (LSTM) as our RNN. LSTMs retain dependencies in the data for a long term which is helpful in efficiently learning the meaningful dependencies between the words of the captions used for training.

In the following sections, we will take a closer look at the implementation of the image captioning program we implemented as a part of this project. We will first see the pre-processing step, followed by the training, and finally, caption generation.
3.1.1 Pre-processing

As we have seen earlier, the method for image captioning we are trying to adapt and implement is supervised-learning-based. Therefore, we need a data source for training and validation. For this purpose, we chose the MS-COCO dataset containing a large number of images and their predefined captions. However, as the dataset is large, we decided to sample it to make it feasible for implementation. We first sampled 25,000 (without replacement) images and their corresponding captions for the training set. We again sampled 5,000 instances from the raw data source for validation, independent of the training set.

Table 1: MS-COCO dataset outline

<table>
<thead>
<tr>
<th>File</th>
<th>Contents</th>
</tr>
</thead>
<tbody>
<tr>
<td>annotations</td>
<td>Instance IDs and category IDs</td>
</tr>
<tr>
<td>instances captions</td>
<td>Instance IDs mapped to captions</td>
</tr>
<tr>
<td>images</td>
<td>train</td>
</tr>
<tr>
<td></td>
<td>val</td>
</tr>
<tr>
<td></td>
<td>test</td>
</tr>
<tr>
<td></td>
<td>Training images</td>
</tr>
<tr>
<td></td>
<td>Validation images</td>
</tr>
<tr>
<td></td>
<td>Test images</td>
</tr>
</tbody>
</table>

After sampling the dataset, we cleaned the data. The text captions contain irregularities such as disproportionate white spaces, improper punctuation, and random capitalization. Therefore, we cleaned the captions and made them uniform by trimming the white spaces and converting each word to lowercase. After cleaning the captions, we stored them in a new file.

For feature extraction, we are using the pre-trained InceptionV3 model. This model requires the images to be of a specific shape before input. For InceptionV3, the shape the images need to be in is (299, 299, 3). Therefore, we created a generator object for training that automatically resizes the images in the target size with proper interpolation to preserve the image quality.
The RNN model generates the captions word by word. For the RNN model, we need unique starting and ending words for each caption. We use the words \texttt{startseq} and \texttt{endseq} and place them respectively at the start and end of each caption. These words signal the LSTM when to start and stop the caption generation. In other words, if we generate the word \texttt{endseq}, we will stop caption generation. We must do this pre-processing step. Otherwise, the LSTM may generate undesirably extended captions, which would make no sense.

### 3.1.2 Training and Validation

Once we complete all the pre-processing steps, we move toward the training part. As discussed before, ‘Show and Tell’ consists of two significant elements: CNN and RNN. Firstly, we downloaded the InceptionV3 CNN weights. Deep-learning libraries provide the skeleton of the model with their API. For this project, we used TensorFlow and Keras as our deep-learning libraries. After downloading the weights, we loaded them into the model imported using TensorFlow. Then, we ran all the training images and extracted their features. As described in the following Figure 4, the CNN’s output is a linear vector of length 2048. Therefore, for each image, we get a one-dimensional vector of length 2048 as its corresponding feature vector. We saved the features for the training images on a binary pickle file to prevent re-computation every time the model is trained. Similarly, we performed the above steps for the validation image set.

![InceptionV3 input and output dimension details](image)

**Figure 4:** InceptionV3 input and output dimension details
The RNN model needs a fixed length of input caption sentence. Therefore, we ran through all the available captions and chose the caption length with the most number of words as the fixed input length. This maximum length will accommodate all the other captions too.

RNNs cannot directly process the words. We need to create their embedding vectors first. To make the embeddings, we need the size of the vocabulary and the size of the embeddings. TensorFlow-Keras provide this feature to create a layer in the RNN model for the embedding creation.

Then we add the LSTM layer to our model. After this step, we concatenate our CNN model with the RNN model, so the output of the CNN model goes into the RNN model. We also need a classifier layer at the end to get the word prediction. We use the ‘softmax’ activation function and categorical cross-entropy loss function for training. After compiling the model, we used the Adam optimizer to minimize the training loss.

We trained the image captioning model for eleven epochs and recorded the loss values after each epoch. We will gloss over the training scenario in Chapter IV.

3.1.3 Caption Generation

After training, we use the trained models in ‘forward’ mode. In other words, we only perform prediction and no backpropagation. First, we extract features of the test images and feed them to our caption generation module. The caption generation module uses the trained RNN to produce the captions word by word.

There are two methods of caption generation. The first method is straightforward and iterative. In this method, we iterate over a range of integers starting from 0 until the length of the wordiest caption. In each iteration, we use the RNN to predict the next word in the sequence. We accumulate all the words in a string. If the model
generates the word ‘endseq,’ we break the loop. The accumulated words will be the generated caption.

The second method uses ‘beam search.’ This method has a beam parameter, ‘k.’ We consider the best ‘k’ sentences up to time ‘t’ (the outer loop iterator). We will maintain a set of k best-generated sentences until the end of the outer loop (runs from 1 to the length of the wordiest caption). Beam search is better than the first method, giving us choices of different captions. We can choose the best from the ‘k’ chosen captions as our final output.

3.2 Keyword Extraction

This step was relatively simple to implement as we use a very straightforward and public tool for keyword extraction. We installed the ‘KeyBERT’ package using the pip functionality. The package includes all the necessary binaries and code for keyword extraction. All we need to do is pass the captions as input to the functions, and the library generates the desired results.

To enhance the tweet recommendation experience, we also implemented a ‘word2vec’ model [40]. A word2vec model creates ‘word embeddings,’ which are numerical representations of the words. These word embeddings are vectors in a multi-dimensional space (the vector space’s dimensionality depends on the word vectors’ intended length). Vectors can be very helpful in determining similar words in the vector space using different similarity measures like cosine similarity and Euclidean distance. The cosine similarity between a simple mean of the projection weight vector of the input word (our input keyword) and each word vector in the model can be calculated using word2vec. This similarity score will yield the top ‘k’ most similar words. Thus, using the word2vec model, we can augment the set of keywords by adding similar keywords output by word2vec. This augmentation can be beneficial to
refine the tweet fetching queries.

We trained the word2vec model on a massive corpus of Wikipedia data. The raw data contains over five million documents in English. We first parsed all the documents to collect all the unique words and only retained over 200,000 unique words. We used the Gensim library [41] to train the word2vec model. The model produces the most similar words if we pass a keyword.

3.3 Tweet Recommendation and Image Annotation

We collected all the necessary ingredients for the tweet recommendation system in the previous sections. In this section, we will discuss how actually to recommend tweets. This project component is the culmination of the pipeline of different components, hence the most important.

We first require Twitter API key access to fetch the tweets. Twitter has a collaborative developer community that provides general public and academic researchers access to developer tools to integrate Twitter into various applications. We first acquired academic access for the project, where we unlocked the full potential of the Twitter API (elevated access), including functions to read and write on Twitter in real time. We can then plug these keys into an open-source API handling Python library ‘tweepy’ available for free (For usage information, check Appendix). This library contains wrapper functions that hit the Twitter API endpoints and show results to the clients.

Twitter API needs specific input to produce a particular output. In our case, the input will be a specially formulated search query. As discussed earlier, we can formulate the search query based on different properties of keywords. For example, we can consider the ‘importance’ of the keywords as some keyword extraction tools return confidence scores associated with the keywords. In this project, we chose a
straightforward way of formulating the search query. We randomly selected a few keywords from the extracted keywords and joined them using the boolean operators ‘AND’ and ‘OR’ also selected randomly.

After formulating the query, we pass it into the ‘search_tweets’ API along with other parameters like the number of results needed. We will receive a ‘cursor’ to iterate to access all the fetched tweets and their properties. Apart from the query formulation, we can also use the keywords as input hashtags to the query to get the tweets with the keywords as hashtags. The keywords can also be thought of as specific trends on Twitter. For example, if we have the keyword ‘horse’ and horses are trending on Twitter, we can show the trending tweets to the user on a separate interface.

When the recommended tweets include hashtags, they serve as valuable information to share with users. By presenting these hashtags to the users, they are provided with an opportunity to utilize them for annotating the images. These annotations, created by users based on the relevant hashtags found in the recommended tweets, can significantly enhance the overall accessibility of the images.

The annotations created by users play a crucial role in making the images more understandable and informative. By associating specific hashtags with the content depicted in the images, users contribute to a more comprehensive description and context. This benefits not only the individuals directly interacting with the images but also other people who may later encounter the annotated images. The annotations provide additional insights and allow for a broader range of interpretations, enabling a more inclusive experience for all users.

Furthermore, these annotations created based on the hashtags found in recommended tweets promote collaboration and crowd-sourcing of information. By sharing their knowledge and understanding through annotations, users collectively contribute
to a communal effort to improve the accessibility and interpretation of images.

In this way, we implemented the building blocks of the proposed recommendation framework. Now, let us take a look at the different experimental results and observation in the coming chapter.
CHAPTER 4

Experiments and Observations

This project report’s experiments and observation section will detail the methodology used to evaluate the effectiveness of the novel tweet recommendation framework. This section provides an overview of the experiments conducted to validate the proposed framework’s efficacy, including the evaluation metrics of the various framework components.

Overall, the experiments and observation section will provide valuable insights into the proposed tweet recommendation framework’s performance and highlight improvement areas. While we do not have any quantitative metrics or results for some elements of this project to present at this stage, the user study and qualitative analysis will provide valuable feedback that can be used to refine the recommendation system and improve its performance in future iterations.

Let us look at the experiments and evaluation of different components of the framework in the following sections.

4.1 Image Caption Generator Results

The training process for the image caption generator of the project was conducted on a high-performance computer provided, whose access was provided by the SJSU CS department. The training though conducted on a relatively smaller subset of the whole dataset, was time intensive. We trained the model for 15 epochs with multiple callbacks, recording the checkpoints and logs and checking whether to stop early. The model was effectively trained for eleven epochs before stopping automatically, as no further improvement was seen. Figures 5 and 6 demonstrate the training and validation parameters curves over the number of epochs recorded using the open-source logging toolkit called TensorBoard provided by TensorFlow.

After training, the model was evaluated over a test set consisting of 1000 images.
Figure 5: The loss values versus number of epochs

Figure 6: The curve of validation loss over the number of iterations
These images had strictly no influence on the training or validation process. After evaluation, we recorded the BLEU scores of the generated captions. The BLEU scores are computed based on the ground truth captions of those 1000 images. Table 2 summarizes the results obtained for the evaluation. In Table 3, we have the numbers showing how our current model performs compared to the various image caption generators. From Table 3, we can infer that the performance of our model is comparable to these different models.

Table 2: BLEU scores of the caption generator

<table>
<thead>
<tr>
<th>BLEU-Score type</th>
<th>Weights</th>
<th>Score</th>
</tr>
</thead>
<tbody>
<tr>
<td>BLEU-1-gram</td>
<td>(1.0, 0, 0, 0)</td>
<td>0.664</td>
</tr>
<tr>
<td>BLEU-2-gram</td>
<td>(0.5, 0.5, 0, 0)</td>
<td>0.434</td>
</tr>
<tr>
<td>BLEU-3-gram</td>
<td>(0.3, 0.3, 0.3, 0)</td>
<td>0.324</td>
</tr>
<tr>
<td>BLEU-4-gram</td>
<td>(0.25, 0.25, 0.25, 0.25)</td>
<td>0.192</td>
</tr>
</tbody>
</table>

Table 3: Comparison of image captioning performance on MS-COCO dataset of various models.

<table>
<thead>
<tr>
<th>Model</th>
<th>BLEU-1</th>
<th>BLEU-2</th>
<th>BLEU-3</th>
<th>BLEU-4</th>
</tr>
</thead>
<tbody>
<tr>
<td>M-RNN [42]</td>
<td>0.67</td>
<td>0.49</td>
<td>0.35</td>
<td>0.29</td>
</tr>
<tr>
<td>V-S.M [43]</td>
<td>0.625</td>
<td>0.45</td>
<td>0.321</td>
<td>0.23</td>
</tr>
<tr>
<td><strong>Show and Tell</strong> (Current model)</td>
<td>0.664</td>
<td>0.434</td>
<td>0.324</td>
<td>0.192</td>
</tr>
</tbody>
</table>

The result of passing a test image to the trained image captioning model is shown in Figure 7. In the test image, we can see a horse standing on a green meadow, and the trained captioning model gave us a pretty accurate representation of the image.

4.2 Keyword Extraction Results

Figure 8 shows an example of the keyword extraction program on a sample caption. The Figure shows that five significant keywords and their confidence score
values have been extracted. We can select any of these keywords or even limit our keyword extraction to produce only top $k$ keywords.

The following Figure shows the output of the word2vec model that produces similar keywords for each input keyword.

Figure 8: The result of KeyBERT keyword extraction
4.3 Tweet Recommendation Results

After running the tweet recommendation code on a sample query, we obtained the following results. In Figure 10, we can see the ten different tweets that either involve the keyword ‘horse’ or ‘grass.’ The tweet search query we use to fetch the
tweets is created by randomly picking the keywords from the extracted keywords. The operator (disjunction or conjunction) is also chosen randomly. However, as the query formulation is customizable, people can modify it themselves.

We also conducted a short real-user feedback experiment where we asked users to rank the tweets obtained from the system by processing an input image (Figure 11). The tweet recommendation system returned five tweets, as shown in Figure 12. To gather the user feedback and responses, we created a short Google form where we presented the users with the input image and the tweets retrieved by the system. The users ranked the tweets based on their opinion of the tweets and their relevance to the input image. The results are shown in Figure 13. According to Figure 13, most people found the second tweet most relevant to the image, while tweets 4 and 5 took the bottom two spots in the ranking.

Apart from the ranking, we also collected user feedback for each recommended tweet. Users rated the tweets on a scale of 0 to 10 (0 represents that the fetched tweet does not resemble the input image, and 10 represents that the fetched tweet is the most relevant tweet for the input image). The feedback is tabulated in Table 4, where users rated the tweets above 7, proving that they found the tweets relevant to the input image.
Figure 11: Input image for tweet recommendation user survey

Figure 12: Output of the implemented recommendation system for the input image for the user survey.
Figure 13: Ranking of the tweets based on the user survey responses.

Table 4: Real user feedback on the fetched tweets

<table>
<thead>
<tr>
<th>Participant #</th>
<th>tweet 1</th>
<th>tweet 2</th>
<th>tweet 3</th>
<th>tweet 4</th>
<th>tweet 5</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>9</td>
<td>10</td>
<td>9</td>
<td>7</td>
<td>8</td>
</tr>
<tr>
<td>2</td>
<td>10</td>
<td>9</td>
<td>9</td>
<td>7</td>
<td>8</td>
</tr>
<tr>
<td>3</td>
<td>9</td>
<td>10</td>
<td>8</td>
<td>7</td>
<td>8</td>
</tr>
<tr>
<td>4</td>
<td>8</td>
<td>10</td>
<td>9</td>
<td>7</td>
<td>8</td>
</tr>
<tr>
<td>5</td>
<td>10</td>
<td>10</td>
<td>9</td>
<td>8</td>
<td>8</td>
</tr>
<tr>
<td>6</td>
<td>7</td>
<td>10</td>
<td>9</td>
<td>7</td>
<td>8</td>
</tr>
<tr>
<td>7</td>
<td>8</td>
<td>10</td>
<td>9</td>
<td>7</td>
<td>7</td>
</tr>
<tr>
<td>8</td>
<td>9</td>
<td>10</td>
<td>8</td>
<td>7</td>
<td>7</td>
</tr>
<tr>
<td>9</td>
<td>9</td>
<td>10</td>
<td>8</td>
<td>7</td>
<td>7</td>
</tr>
<tr>
<td>10</td>
<td>9</td>
<td>10</td>
<td>8</td>
<td>7</td>
<td>7</td>
</tr>
<tr>
<td>11</td>
<td>8</td>
<td>10</td>
<td>8</td>
<td>7</td>
<td>8</td>
</tr>
<tr>
<td>12</td>
<td>9</td>
<td>10</td>
<td>8</td>
<td>7</td>
<td>7</td>
</tr>
</tbody>
</table>
CHAPTER 5

Future Works

The tweet recommendation framework we proposed in this project is novel. However, there are multiple possibilities in which this framework can be expanded and augmented. In this section, we will check out ways to enhance the framework in the future.

Currently, the framework utilizes only image data that we have with us. In future works, we can connect this system with famous social networks such as Instagram and Facebook. Through this connection, we can make a unified interface for the users to view all their content in one place. Also, by adding other social networks, we can leverage the social ties a user has with other users to improve the recommendations.

The current scenario needs to incorporate user feedback properly. For instance, if we can choose which recommended tweets are good or bad, we can use the feedback to tune the recommendation system to provide better results in the future. In this situation, we can apply reinforcement learning techniques leveraging user feedback to improve the recommendation system.

The proposed framework currently does not maintain any user profile. However, we can periodically build a user’s profile in the future, storing the keywords extracted from their liked images. For example, if users like more images of nature, they should receive more tweets relevant to nature. Thus, we can have a weight associated with every keyword, and depending on that weight, we can tweak the recommendations.

As we only considered a content-based recommendation in this proposed framework, there is a possibility to create a ‘hybrid’ recommendation system that also incorporates elements of collaborative filtering. Using collaborative filtering, we can model user interrelations while preserving the original essence of the proposed framework, i.e., using images as the source to generate tweet recommendations.
In conclusion, the novel tweet recommendation system we developed in this project has the potential to enhance the user experience on social media platforms significantly. By leveraging state-of-the-art machine learning techniques, we created a system recommending relevant, informative, and engaging tweets to the user. Our approach involves analyzing a user’s image preferences on a platform, including the content with which they have engaged. This information is then used to generate personalized recommendations tailored to the user’s interests and preferences.

Overall, this system has significant commercial potential for social media companies looking to improve engagement and retention rates. By providing users with personalized and relevant content, we can increase the amount of time they spend on the platform and foster a sense of community and connection among users. We believe that with further refinement and testing, this system could become an essential feature for actual social media platforms. Additionally, user involvement in the proposed recommendation system adds to the personalization factor of the system. The user feedback could be essential for further enhancements of the system.
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APPENDIX

Twitter API Usage

Once you get the Twitter API access and all the required access tokens, keys, and secrets, we can fetch the tweets using the following code.

```python
import tweepy

api_key = ' Obtained API Key '
api_key_secret = ' Obtained API Key Secret '
access_token = ' Obtained access token '
access_token_secret = ' Obtained access token secret '

auth = tweepy.OAuthHandler(api_key, api_key_secret)
auth.set_access_token(access_token, access_token_secret)

api = tweepy.API(auth)

# Search for tweets with specific keywords
query = 'horse OR grass' # We can modify this query as needed
max_tweets = 10
searched_tweets = []
for tweet in tweepy.Cursor(api.search_tweets,
                           q=query,
                           lang="en").items(max_tweets):
    searched_tweets.append(tweet)

print(f"Query: {query}")
for i, tweet in enumerate(searched_tweets, 1):
    print(f"{i}) {tweet.text}")
```